Assignment #3

21i0759

Task 1:

#include<iostream>

using namespace std;

class Node

{

public:

int number;

Node\* left;

Node\* right;

Node()

{

}

Node(int data)

{

this->number = data;

}

};

template <class T>

class BST

{

private:

Node\* root;

public:

int Height(Node\* root)

{

if (root == nullptr)

{

cout<< "Tree Is Empty" << endl;

return 0;

}

int LHeight = Height(root->left);

int RHeight = Height(root->right);

return max(LHeight, RHeight) + 1;

}

int treeNodeCount(Node\*root)

{

if (root = nullptr)

{

return 0;

}

else

{

return treeNodeCount(root->left) + treeNodeCount(root->right) + 1;

}

}

int treeLeavesCount(Node\* root)

{

if (root == NULL)

return 0;

if (root->left == NULL && root->right == NULL)

return 1;

else

return treeLeavesCount(root->left) + treeLeavesCount(root->right);

}

void Insert(int number)

{

//Create A New Node

Node\* newnode = new Node;

newnode->number = number;

newnode->left = nullptr;

newnode->right = nullptr;

//Case 1

//If Tree Is Empty

if (!root)

{

root = newnode;

}

else //If Tree is not empty

{

Node\* ptr = new Node;

while (true)

{

if (number < ptr->number)

{

// Left subtree

if (ptr->left)

{

ptr = ptr->left;

}

else

{

ptr->left = newnode;

return;

}

}

else if (number > ptr->number)

{

// Left subtree

if (ptr->right)

{

ptr = ptr->right;

}

else

{

ptr->right = newnode;

return;

}

}

else

{

cout << "Value Already Exsists" << endl;

break;

}

}

}

}

void deleteNode(T number, Node\*& ptr)

{

if (ptr == nullptr)

{

cout << "Tree is Empty" << endl;

}

else if (number < ptr->number)

{

deleteNode(number, ptr->left);

}

else if (number > ptr->number)

{

deleteNode(number, ptr->right);

}

else

deleted(ptr);

}

void deleted(Node\*& nodePtr)

{

Node\* tempNodePtr;

if (nodePtr->right == NULL)

{

tempNodePtr = nodePtr;

nodePtr = nodePtr->left;

delete tempNodePtr;

}

else if (nodePtr->left == NULL)

{

tempNodePtr = nodePtr;

nodePtr = nodePtr->right; // Reattach the right child

delete tempNodePtr;

}

else

{

tempNodePtr = nodePtr->right;

while (tempNodePtr->left)

{

tempNodePtr = tempNodePtr->left;

}

tempNodePtr->left = nodePtr->left;

tempNodePtr = nodePtr;

nodePtr = nodePtr->right;

delete tempNodePtr;

}

}

void search(T number)

{

Node\* ptr = root;

while (ptr)

{

if (ptr->number == number)

{

cout << "Value Found" << endl;

}

else if (number < ptr->number)

{

ptr = ptr->left;

}

else if (number < ptr->number)

{

ptr = ptr->right;

}

}

return;

}

int findmax(Node\* root)

{

if (root == nullptr)

{

cout << "Tree is Empty" << endl;

return -1;

}

Node\* current = root;

while (current->right != nullptr)

{

current = current->right;

}

return current->number;

}

int findmin(Node\* root)

{

if (root == nullptr)

{

cout << "Tree is Empty" << endl;

return -1;

}

Node\* current = root;

while (current->left != nullptr)

{

current = current->left;

}

return current->number;

}

void PostOrder(Node\* root)

{

if (root != nullptr)

{

PostOrder(root->left);

PostOrder(root->right);

cout << root->number << " ";

}

}

void InOrder(Node\* root)

{

if (root != nullptr)

{

InOrder(root->left);

cout << root->number << " ";

InOrder(root->right);

}

}

void PreOrder(Node\* root)

{

if (root != nullptr)

{

cout << root->number << " ";

PreOrder(root->left);

PreOrder(root->right);

}

}

void Mirror(Node\* p)

{

if (p == nullptr)

{

return;

}

else

{

Node\* t = p;

Mirror(p->left);

Mirror(p->right);

t = p->left;

p->left = p->right;

p->right = t;

}

}

Node\* arraytobst(int array[], int s, int e)

{

if (s > e)

{

return nullptr;

}

//Fnding the Middle Elmeent Of an Array

// Then Make The Middle Element of an Array as Root

int m = (s + e) / 2;

Node\* newnode = new Node(m);

newnode->left = arraytobst(array, s, m - 1);

newnode->right = arraytobst(array, m + 1, e);

return newnode;

}

int sumofallnodes(Node\* root)

{

if (root == nullptr)

{

return 0;

}

else

{

return root->number + sumofallnodes(root->left) + sumofallnodes(root->right);

}

}

Node\* converttogreaterbst(Node\* root)

{

int sum = 0;

if (root == nullptr)

{

return nullptr;

}

else

{

converttogreaterbst(root->right);

sum = sum + root->number;

root->number = sum;

converttogreaterbst(root->left);

return root;

}

}

};
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using namespace std;

class Node

{

public:

int number;

Node\* left;

Node\* right;

Node()

{

}

Node(int data)

{

this->number = data;

}

};

template <class T>

class BST

{

private:

Node\* root;

public:

int Height(Node\* root)

{

if (root == nullptr)

{

cout<< "Tree Is Empty" << endl;

return 0;

}

int LHeight = Height(root->left);

int RHeight = Height(root->right);

return max(LHeight, RHeight) + 1;

}

int treeNodeCount(Node\*root)

{

if (root = nullptr)

{

return 0;

}

else

{

return treeNodeCount(root->left) + treeNodeCount(root->right) + 1;

}

}

int treeLeavesCount(Node\* root)

{

if (root == NULL)

return 0;

if (root->left == NULL && root->right == NULL)

return 1;

else

return treeLeavesCount(root->left) + treeLeavesCount(root->right);

}

void Insert(int number)

{

//Create A New Node

Node\* newnode = new Node;

newnode->number = number;

newnode->left = nullptr;

newnode->right = nullptr;

//Case 1

//If Tree Is Empty

if (!root)

{

root = newnode;

}

else //If Tree is not empty

{

Node\* ptr = new Node;

while (true)

{

if (number < ptr->number)

{

// Left subtree

if (ptr->left)

{

ptr = ptr->left;

}

else

{

ptr->left = newnode;

return;

}

}

else if (number > ptr->number)

{

// Left subtree

if (ptr->right)

{

ptr = ptr->right;

}

else

{

ptr->right = newnode;

return;

}

}

else

{

cout << "Value Already Exsists" << endl;

break;

}

}

}

}

void deleteNode(T number, Node\*& ptr)

{

if (ptr == nullptr)

{

cout << "Tree is Empty" << endl;

}

else if (number < ptr->number)

{

deleteNode(number, ptr->left);

}

else if (number > ptr->number)

{

deleteNode(number, ptr->right);

}

else

deleted(ptr);

}

void deleted(Node\*& nodePtr)

{

Node\* tempNodePtr;

if (nodePtr->right == NULL)

{

tempNodePtr = nodePtr;

nodePtr = nodePtr->left;

delete tempNodePtr;

}

else if (nodePtr->left == NULL)

{

tempNodePtr = nodePtr;

nodePtr = nodePtr->right; // Reattach the right child

delete tempNodePtr;

}

else

{

tempNodePtr = nodePtr->right;

while (tempNodePtr->left)

{

tempNodePtr = tempNodePtr->left;

}

tempNodePtr->left = nodePtr->left;

tempNodePtr = nodePtr;

nodePtr = nodePtr->right;

delete tempNodePtr;

}

}

void search(T number)

{

Node\* ptr = root;

while (ptr)

{

if (ptr->number == number)

{

cout << "Value Found" << endl;

}

else if (number < ptr->number)

{

ptr = ptr->left;

}

else if (number < ptr->number)

{

ptr = ptr->right;

}

}

return;

}

int findmax(Node\* root)

{

if (root == nullptr)

{

cout << "Tree is Empty" << endl;

return -1;

}

Node\* current = root;

while (current->right != nullptr)

{

current = current->right;

}

return current->number;

}

int findmin(Node\* root)

{

if (root == nullptr)

{

cout << "Tree is Empty" << endl;

return -1;

}

Node\* current = root;

while (current->left != nullptr)

{

current = current->left;

}

return current->number;

}

void PostOrder(Node\* root)

{

if (root != nullptr)

{

PostOrder(root->left);

PostOrder(root->right);

cout << root->number << " ";

}

}

void InOrder(Node\* root)

{

if (root != nullptr)

{

InOrder(root->left);

cout << root->number << " ";

InOrder(root->right);

}

}

void PreOrder(Node\* root)

{

if (root != nullptr)

{

cout << root->number << " ";

PreOrder(root->left);

PreOrder(root->right);

}

}

void Mirror(Node\* p)

{

if (p == nullptr)

{

return;

}

else

{

Node\* t = p;

Mirror(p->left);

Mirror(p->right);

t = p->left;

p->left = p->right;

p->right = t;

}

}

Node\* arraytobst(int array[], int s, int e)

{

if (s > e)

{

return nullptr;

}

//Fnding the Middle Elmeent Of an Array

// Then Make The Middle Element of an Array as Root

int m = (s + e) / 2;

Node\* newnode = new Node(m);

newnode->left = arraytobst(array, s, m - 1);

newnode->right = arraytobst(array, m + 1, e);

return newnode;

}

int sumofallnodes(Node\* root)

{

if (root == nullptr)

{

return 0;

}

else

{

return root->number + sumofallnodes(root->left) + sumofallnodes(root->right);

}

}

Node\* converttogreaterbst(Node\* root)

{

int sum = 0;

if (root == nullptr)

{

return nullptr;

}

else

{

converttogreaterbst(root->right);

sum = sum + root->number;

root->number = sum;

converttogreaterbst(root->left);

return root;

}

}

};

Task3

#include <iostream>

using namespace std;

class TreeNode {

public:

int val;

TreeNode\* left;

TreeNode\* right;

TreeNode(int v) : val(v), left(nullptr), right(nullptr) {}

};

class MinimalHeightBST {

public:

// Function to convert a sorted array to a BST of minimal height

TreeNode\* sortedArrayToBST(int sortedArray[], int start, int end) {

if (start > end)

return nullptr;

// Find the middle element of the sorted array

int mid = (start + end) / 2;

// Create a new node with the middle element as the root

TreeNode\* root = new TreeNode(sortedArray[mid]);

// Recursively construct the left and right subtrees

root->left = sortedArrayToBST(sortedArray, start, mid - 1);

root->right = sortedArrayToBST(sortedArray, mid + 1, end);

return root;

}

};

// Function to perform an inorder traversal of the BST (for testing purposes)

void inorderTraversal(TreeNode\* root) {

if (root == nullptr)

return;

inorderTraversal(root->left);

cout << root->val << " ";

inorderTraversal(root->right);

}

int main() {

int sortedArray[] = { 1, 2, 3, 4, 5, 6, 7, 8, 9 };

int n = sizeof(sortedArray) / sizeof(sortedArray[0]);

MinimalHeightBST converter;

TreeNode\* root = converter.sortedArrayToBST(sortedArray, 0, n - 1);

cout << "Inorder traversal of the minimal height BST: ";

inorderTraversal(root);

cout << endl;

while (root != nullptr) {

TreeNode\* temp = root;

root = root->right;

delete temp;

}

system("pause");

return 0;

}

Output:
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Task4:

#include <iostream>

using namespace std;

class TreeNode {

public:

int val;

TreeNode\* left;

TreeNode\* right;

TreeNode(int v) : val(v), left(nullptr), right(nullptr) {}

};

class BinaryTree {

public:

TreeNode\* root;

BinaryTree() : root(nullptr) {}

// Recursive function to calculate the sum of all nodes in the binary tree

int calculateSum(TreeNode\* root) {

if (root == nullptr)

return 0;

int leftSum = calculateSum(root->left);

int rightSum = calculateSum(root->right);

return root->val + leftSum + rightSum;

}

// Recursive function for inorder traversal of the binary tree

void inorderTraversal(TreeNode\* root) {

if (root == nullptr)

return;

inorderTraversal(root->left);

cout << root->val << " ";

inorderTraversal(root->right);

}

};

int main() {

// Create a sample binary tree

BinaryTree tree;

tree.root = new TreeNode(8);

tree.root->left = new TreeNode(4);

tree.root->right = new TreeNode(12);

tree.root->left->left = new TreeNode(2);

tree.root->left->right = new TreeNode(6);

tree.root->right->left = new TreeNode(10);

tree.root->right->right = new TreeNode(14);

cout << "Inorder traversal of the binary tree: ";

tree.inorderTraversal(tree.root);

cout << endl;

int sum = tree.calculateSum(tree.root);

cout << "Sum of all nodes in the binary tree: " << sum << endl;

system("pause");

return 0;

}

Output:

![](data:image/png;base64,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)

Task 5(part1):

#include<iostream>

using namespace std;

class BST

{

public:

int\* array;

int\* arr;

int size;

int tree[10];

BST(int s)

{

size = s;

array = new int[size];

arr = new int[size];

for (int i = 0; i < size; i++)

{

array[i] = arr[i] = -1;

}

}

void input()

{

cout << "ENTER ELEMENTS OF AN ARRAY : " << endl;

for (int i = 0; i < size; i++)

{

cin >> array[i];

}

for (int i = 0; i < size; i++)

{

arr[i] = array[i];

}

int parent, parent1;

for (int i = 0; i < 10; i++)

{

tree[i] = -1;

}

tree[1] = array[0];

parent = parent1 = 1;

for (int i = 1; i < size; i++)

{

if (array[i] > tree[parent])

{

if (array[i] < tree[parent])

{

tree[parent \* 2] = array[i];

parent = parent \* 2;

}

else

{

tree[(parent \* 2) + 1] = array[i];

parent = (parent \* 2) + 1;

}

}

}

parent = 1;

for (int i = 1; i < size; i++)

{

if (array[i] < tree[parent1])

{

if (array[i] < tree[parent])

{

tree[parent \* 2] = array[i];

parent = parent \* 2;

}

else if (array[i] > tree[parent])

{

tree[(parent \* 2) + 1] = array[i];

parent = (parent \* 2) + 1;

}

}

}

cout << " THE TREE IS : " << endl;

for (int i = 0; i < 10; i++)

{

cout << i << " --> " << tree[i] << endl;

}

}

void permutation()

{

for (int i = 1; i < 5 - 1; i++)

{

swap(arr[1], arr[i + 1]);

int parent, parent1;

int tree1[10];

for (int i = 0; i < 10; i++)

{

tree1[i] = -1;

}

tree1[1] = arr[0];

parent = parent1 = 1;

for (int i = 1; i < size; i++)

{

if (arr[i] > tree1[parent])

{

if (arr[i] < tree1[parent])

{

tree1[parent \* 2] = arr[i];

parent = parent \* 2;

}

else

{

tree1[(parent \* 2) + 1] = arr[i];

parent = (parent \* 2) + 1;

}

}

}

parent = 1;

for (int i = 1; i < size; i++)

{

if (arr[i] < tree1[parent1])

{

if (arr[i] < tree1[parent])

{

tree1[parent \* 2] = arr[i];

parent = parent \* 2;

}

else if (arr[i] > tree[parent])

{

tree1[(parent \* 2) + 1] = arr[i];

parent = (parent \* 2) + 1;

}

}

}

for (int i = 0; i < 10; i++)

{

if (tree1[i] == tree[i])

{

if (i == 9)

{

for (int i = 0; i < size; i++)

{

cout << arr[i];

}

}

}

else

{

break;

}

}

}

}

};

int main()

{

int s;

cout << " ENTER NO OF ELEMENTS IN AN ARRAY : " << endl;

cin >> s;

BST obj(s);

cout << "=============================================================" << endl;

obj.input();

cout << "=============================================================" << endl;

cout << " THE PERMUTATION ARE GIVEN BVELOW " << endl;

for (int i = 0; i < 5; i++)

{

obj.permutation();

cout << endl;

}

system("pause");

}

Output:
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Task #6:

#include <iostream>

using namespace std;

class TreeNode

{

public:

int val; //attributes

TreeNode\* left;

TreeNode\* right;

TreeNode(int v) : val(v), left(nullptr), right(nullptr) {}

};

class BinaryTree

{

public:

TreeNode\* root;

BinaryTree() : root(nullptr) {}

// Function to perform a reverse inorder traversal of the BST

void reverseInorder(TreeNode\* root)

{

if (root == nullptr)

return;

reverseInorder(root->right);

cout << root->val << " ";

reverseInorder(root->left);

}

};

int main()

{

// Create a sample binary search tree

BinaryTree tree;

tree.root = new TreeNode(1);

tree.root->left = new TreeNode(2);

tree.root->right = new TreeNode(3);

tree.root->left->left = new TreeNode(4);

tree.root->left->right = new TreeNode(5);

tree.root->right->left = new TreeNode(6);

tree.root->right->right = new TreeNode(8);

cout << "BST in descending order: ";

tree.reverseInorder(tree.root);

cout << endl;

system("pause");

return 0;

}

Output:
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Task #7:

#include <iostream>

using namespace std;

class TreeNode

{

public:

int val; //attributes

TreeNode\* left;

TreeNode\* right;

TreeNode(int v) : val(v), left(nullptr), right(nullptr) {}

};

class BinaryTree

{

public:

TreeNode\* root;

BinaryTree()

{

root = nullptr;

}

// Function to delete the given value and its factors from the BST

TreeNode\* deletevalandFactors(TreeNode\* root, int value)

{

if (root == nullptr)

return nullptr;

if (value < root->val) {

root->left = deletevalandFactors(root->left, value);

}

else if (value > root->val) {

root->right = deletevalandFactors(root->right, value);

}

else {

// Found the value in the tree, delete it and its factors

root->left = deletevalandFactors(root->left, value);

root->right = deletevalandFactors(root->right, value);

delete root;

return nullptr; // Return nullptr to remove the value from the tree

}

return root;

}

// Function for inorder traversal of the BST (left -> root -> right)

void inorderTraversal(TreeNode\* root)

{

if (root == nullptr)

return;

inorderTraversal(root->left);

cout << root->val << " ";

inorderTraversal(root->right);

}

};

int main() {

// Create a sample binary search tree

BinaryTree obj;

obj.root = new TreeNode(1);

obj.root->left = new TreeNode(3);

obj.root->right = new TreeNode(5);

obj.root->left->left = new TreeNode(7);

obj.root->left->right = new TreeNode(8);

obj.root->right->left = new TreeNode(10);

obj.root->right->right = new TreeNode(12);

int valueToDelete = 7;

cout << "Original tree = ";

obj.inorderTraversal(obj.root);

cout << endl;

obj.root = obj.deletevalandFactors(obj.root, valueToDelete);

cout << "Tree after deleting " << valueToDelete << " and its factors = ";

obj.inorderTraversal(obj.root);

cout << endl;

system("pause");

return 0;

}

Output:
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Task #8:

#include <iostream>

using namespace std;

struct TreeNode

{

int data; // attributes

TreeNode\* left;

TreeNode\* right;

TreeNode(int v) : data(v), left(nullptr), right(nullptr) {} // intialzing using intializer list

};

int largest(TreeNode\* root)

{

if (root == nullptr)

return 0;

int maxVal = root->data;

int leftMax = largest(root->left);

int rightMax = largest(root->right);

if (leftMax > maxVal)

maxVal = leftMax;

if (rightMax > maxVal)

maxVal = rightMax;

return maxVal;

}

// function to delete the node with the maximum value in the binary tree

TreeNode\* deletelargest(TreeNode\* root, int maxVal) {

if (root == nullptr)

return nullptr;

if (root->data == maxVal) {

if (root->left == nullptr) {

TreeNode\* temp = root->right;

delete root;

return temp;

}

if (root->right == nullptr) {

TreeNode\* temp = root->left;

delete root;

return temp;

}

// find the inorder successor (smallest value in the right subtree)

// and replace the node with it.

TreeNode\* smallestvalue = root->right;

while (smallestvalue->left != nullptr)

smallestvalue = smallestvalue->left;

root->data = smallestvalue->data;

root->right = deletelargest(root->right, smallestvalue->data);

}

else if (root->data < maxVal)

{

root->right = deletelargest(root->right, maxVal);

}

else

{

root->left = deletelargest(root->left, maxVal);

}

return root;

}

void inorder(TreeNode\* root)

{

if (root == nullptr)

return;

inorder(root->left);

cout << root->data << " ";

inorder(root->right);

}

int main() {

// Create a sample binary tree

TreeNode\* root = new TreeNode(8);

root->left = new TreeNode(4);

root->right = new TreeNode(12);

root->left->left = new TreeNode(2);

root->left->right = new TreeNode(6);

root->right->left = new TreeNode(9);

root->right->right = new TreeNode(14);

cout << "Original tree: ";

inorder(root);

cout <<endl;

int maxVal = largest(root);

root = deletelargest(root, maxVal);

cout << "Tree after deleting the maximum element = " << maxVal << ": ";

inorder(root);

cout <<endl;

system("pause");

return 0;

}

Output:
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Task #9:

#include <iostream>

using namespace std;

struct TreeNode

{

int val; //attributes

TreeNode\* left;

TreeNode\* right;

TreeNode(int v)

{

val=v;

left=nullptr;

right = nullptr;

}

};

TreeNode\* removeLeafNodes(TreeNode\* root)

{

if (root == nullptr)

{

return nullptr;

}

// Check if the node is a leaf node

if (root->left == nullptr && root->right == nullptr)

{

delete root;

return nullptr;

}

// Recursively remove leaf nodes from the left and right subtrees

root->left = removeLeafNodes(root->left);

root->right = removeLeafNodes(root->right);

// If the current node has become a leaf node after removing its children, delete it

if (root->left == nullptr && root->right == nullptr)

{

delete root;

return nullptr;

}

return root;

}

void inorderTraversal(TreeNode\* root) {

if (root == nullptr) return;

inorderTraversal(root->left);

cout << root->val << " ";

inorderTraversal(root->right);

}

int main() {

// Create a sample binary tree

TreeNode\* root = new TreeNode(1);

root->left = new TreeNode(2);

root->right = new TreeNode(3);

root->left->left = new TreeNode(4);

root->left->right = new TreeNode(5);

root->right->left = new TreeNode(6);

root->right->right = new TreeNode(7);

cout << "Original tree: ";

inorderTraversal(root);

cout << endl;

// Remove leaf nodes

root = removeLeafNodes(root);

cout << "Tree after removing leaf nodes: ";

inorderTraversal(root);

cout << endl;

system("pause");

return 0;

}

Output:
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